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Abstract - In this paper we propose a method for the automatic test pattern generation for detecting multiple stuck-at-faults in combinational VLSI circuits using genetic algorithm (GA). Derivation of minimal test sets helps to reduce the post-production cost of testing combinational circuits. The GA proves to be an effective algorithm in finding optimum number of test patterns from the highly complex problem space. The paper describes the GA and results obtained for the ISCAS 1989 benchmark circuits.
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I. INTRODUCTION

In recent years, Integrated circuits (ICs) produced are extremely intricate and are ever increasing in complexity, as they are required for use in various applications [1]. Reliable and correct operations of ICs are of very important concern as they may be used in medical, military or flight control systems. To ensure the reliability of such ICs, it is important to test their performance to detect any defects prior to using them in a fully operational environment. Thus testing of VLSI circuits is an important concern for the chip manufacturers. Testing of VLSI circuits is achieved by generating test-patterns with high fault coverage, which on the other hand should be a minimal test set in order to reduce the total product cost by saving time.

Genetic Algorithms (GAs) are a stochastic global search method that mimics the metaphor of natural biological evolution. Based loosely upon the Darwinian ideas of evolution and natural selection [2], they have proven themselves to be practical, robust optimisation tools, well suited to the problem of deriving optimal test sets. They have been applied successfully in a variety of VLSI design context [3-4]. In [5] the author has generated test patterns for VLSI circuits using Genetic Algorithm for both delay fault and single stuck-at-fault. Here in this paper we have implemented GA using C language for generating minimal test set, used for detection of multiple stuck-at-faults in VLSI combinational circuits.

2. FAULT MODEL

In order to generate a test for a fault condition it is necessary to model the fault condition and simulate the circuit operation with the modelled fault condition present. With the help of a fault model the physical defect can be represented by changing the characteristics of a circuit to enable it to perform as if a fault condition were present. The most common model used for logical faults is the single stuck-at-fault model [6]. It assumes that a fault in a logic gate results in one of its inputs or the output being fixed to either a logic 0 (stuck-at-0) or a logic 1 (stuck-at-1). Stuck-at-0 and stuck-at-1 are often abbreviated to s-a-0 and s-a-1 respectively. Let us consider the test circuit in figure 1 with input A s-a-1. The NAND gate perceives the input A as logic 1 irrespective of the logic value placed on the input. The output of the circuit in the figure 1 is logic 1 for the input pattern shown, when the s-a-1 fault is present. The fault-free output of the circuit is logic 0. Therefore, the pattern shown in the figure 1 can be used as a test for the A input s-a-1, since there is a difference between the output of the fault-free and the faulty gate.

Fig. 1.Single Stuck-at-fault

The stuck-at-fault model is also used to represent multiple faults in circuits. In a multiple stuck-at-fault model it is assumed that more than one signal line in the
circuits are stuck-at logic 1 or 0; in other words a group of stuck-at faults exist in the circuit at the same time. A variation of the multiple faults is the unidirectional fault. A multiple fault is unidirectional if all of its constituent faults are either s-a-0 or s-a-1 but not both simultaneously. The stuck-at model has gained wide acceptance in the past mainly because of its relative success with small scale integration.

In a given circuit,

Number of possible single stuck-at-fault = $2^n$

Number of possible multiple stuck-at-fault = $3^n - 1$

Where $n$ is the number of nodes/signal lines in the circuit under test[7-8]. Another important parameter is the fault coverage[8], it gives the information about how many faults can be detected using the test patterns generated. It is given by the relation

Fault coverage = $100 \times \frac{\text{number of faults detected by the test pattern}}{\text{total faults in circuit under test}}$

3. GENETIC ALGORITHM

Genetic Algorithms (GAs) draw inspiration from the biological and evolutionary processes of selection, crossover and mutation. GAs use probabilistic search techniques to find globally optimal solutions in large, complex search spaces. The process of GAs is presented in Figure 2.

GAs contains populations of $N$ candidate solutions called chromosomes. Each bit in a chromosome is referred to as a gene. Associated with each chromosome is a fitness value depending on the application, which rates its competence as a solution. Starting the process with an initial population called parent chromosomes which is randomly generated, the offspring chromosomes evolve by crossover and mutation operations over parent chromosomes in the subsequent generations. The fitter offspring chromosomes replace the less fit parent chromosome and they themselves become the parent chromosomes for the next generation. This process of replacing chromosomes is called reproduction which increases the average fitness of the population. This entire process is iterated till the terminating condition is reached. The terminating condition may be maximum number of iterations or maximum fitness value is attained.

4. IMPLEMENTATION

An initial population of 10 chromosomes for smaller circuits and 25 chromosomes for larger circuits are generated randomly. Now we give the initial test set as input to the circuit under test. Initially we take a fault free response of the circuit. Then we simulate stuck at faults and see whether the obtained output differs from the fault free response. If there is any change in the response then we can say that the particular test pattern can detect that fault. Hence we increase the fitness of the chromosome. By repeatedly doing this process for all possible fault combinations in a given circuit under test, we could get the fitness for each of the chromosome that was generated in a random fashion. Then we get the best fit from the initial population.

The fitness function is given by the formula,

$$\text{Fitness} = \sum_{\text{Combination of faults}} \frac{\text{Number of faults simulated}}{\text{Detected? (0 or 1)}}$$

After selecting the best fit from the initial population we do genetic operations such as crossover and mutation for generating a new set of patterns. We find the fitness of the new off-springs that were formed from genetic operations. The off-spring chromosome replaces the parent chromosome if its fitness value is greater than that of parent chromosome. Thus each chromosome has a fitness value and genetic algorithm finds the chromosome with maximum fitness value.

The crossover used is single point crossover where two random chromosomes are taken, a random crossover point is fixed, and the properties of chromosomes are interchanged. Mutation is done by selecting a random gene from a random chromosome and the value is...
inverted. The probability of crossover is set as 0.9 and probability of mutation is set as 0.1.

The pseudo-code for the model is given as follows:

---

**Read the circuit file**

*Initialize population randomly for Genetic Algorithm*

- *Simulate the circuit to find fault free and faulty response of the circuit for the chromosome*
- *Loop till all combination of faults are simulated*
- *Find the fitness of the chromosome*
- *Loop to find fitness of all chromosomes*

*Reproduce using fitness values calculated*

*Check for stopping condition*

*Crossover with a probability of 0.9*

*Mutate with a probability of 0.1*

---

5. RESULTS

The results are tabulated for different sets of faults and different ISCAS 1989 benchmark circuits.

**TABLE 1**

<table>
<thead>
<tr>
<th>Benchmark Circuit</th>
<th>Number of faults injected (max. 10)</th>
<th>Fault coverage (in %)</th>
<th>Number of iterations to converge (max. 100)</th>
</tr>
</thead>
<tbody>
<tr>
<td>C17</td>
<td>3</td>
<td>100</td>
<td>2</td>
</tr>
<tr>
<td>C432</td>
<td>6</td>
<td>100</td>
<td>18</td>
</tr>
<tr>
<td>C880</td>
<td>9</td>
<td>100</td>
<td>27</td>
</tr>
<tr>
<td>C1355</td>
<td>10</td>
<td>90</td>
<td>100</td>
</tr>
</tbody>
</table>

**C17 Benchmark circuit**

- OUTPUT(G16)
- OUTPUT(G17)
- G8 = NAND(G1, G3)
- G9 = NAND(G3, G4)
- G12 = NAND(G2, G9)
- G15 = NAND(G9, G5)
- G16 = NAND(G8, G12)
- G17 = NAND(G12, G15)

For example for the given C17 circuit 3 faults were simulated namely node G1 s-a-1, node G8 s-a-0, node G16 s-a-1.

The following fittest chromosome was obtained 01110 which would detect all the above mentioned 3 faults in all combinations. The chromosome 0-1-1-1-0 are the inputs to the nodes G1, G2, G3, G4 and G5 respectively.

We can see that as the size of the circuit increases the genetic algorithm takes more time to find the optimal test pattern. Also in C1355 circuit the genetic algorithm cannot find a test pattern that can detect all the faults simultaneously in 100 iterations.

6. CONCLUSION

In this paper, we find that genetic algorithm helps us in finding out quickly an optimal set of test patterns that can detect the given set of faults for a circuit. This algorithm can be used in automatic test pattern generation tools to generate test patterns to detect the given multiple stuck at faults. Further improvement can be done by including delay faults and implementing it for sequential circuits.
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